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Lab Report

The purpose of this lab was to create a hash table with a specific number of English words, in this case 354,98, and then count how many anagrams does a specific word have and how many average comparisons per word it computes. I created the hash table on the size of the number of words, so each word is inserted into each bucket, leaving no empty buckets in the hash table. This was done with the purpose of making the running time of the program O(1), making the word easier to find. As the program previously created, this program also prompts the user to choose the desired word to perform these operations, along with the size of the list of words in the file.

In my HashTable class, I included five hash functions. One function to insert, another to remove, another to search for the word, one to get the average number of comparisons per word, and finally, another function to get the load factor. The purpose of this was to be able to perform all the operations available from the hash class and compute the average number, along with the load factor, from the HashTable’s class. The Hash table was created depending on the input of the user. The preferred size for the table was the number of the words that were actually in the file, in order to avoid collisions and improve the running time of the program, even though it uses more memory. The insert function was designed to append the item into each bucket, avoiding collisions. The average\_comparison function has a counter to count how many average comparisons the program computes for the words, having a running time of O(1). Along with that, I also implemented different functions extracted from the previous lab and adapted to hash table implementation, to print the anagrams of a specific word, count them, and get the word with most anagrams in the file.

The tests I produced for this program consisted in changing the size of the file and therefore, the size of the hash table itself. The operations performed therefore varied depending on the size of the table, and the user input. First, I used a table of size 63,393. Here is the output:
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The second test was with a large input size. I decided to increment the table size to 100,000. This was the output produced:

![](data:image/png;base64,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)

The running time of this program is O(1). This is due to the large table size and the avoidance of collisions. The program is able to find a specific word in O(1).

In this lab- I learned how to implement hash tables to manage large input sizes and to implement different solutions of hash tables, along with how to implement or avoid chaining. It is difficult to find the best hashing function possible depending on the scenario and the computations necessary. In this case, because of my computer specs, I decided to go for more speed rather than save memory.

Appendix

# -\*- coding: utf-8 -\*-

"""

Created on Mon Nov 5 21:05:46 2018

@author: Ricardo

"""

# Course: CS2302

# Author: Ricardo Godoy

# Assignment: Lab 4 B

# T.A: Saha, Manoj

# Instructor: Diego Aguirre

# Date of last modification: 11/11/18

# This program reads a file that contains all english words and inserts them into a hash table, selected

# by the user. The program prints the anagrams of a specific word, only if it is in the hash table.

# Along with that, the program also computes the word with the most number of anagrams and the

# number of anagrams of each word

# HashTable class using chaining.

class HashTable:

# Constructor with optional initial capacity parameter.

# Assigns all buckets with an empty list.

def \_\_init\_\_(self, initial\_capacity=26):

# initialize the hash table with empty bucket list entries.

self.table = []

for i in range(initial\_capacity):

self.table.append([])

# Inserts a new item into the hash table.

def insert(self, item):

# get the bucket list where this item will go.

bucket = (ord(item[:1].lower())-97) % len(self.table)

# bucket = hash(item) % len(self.table)

bucket\_list = self.table[bucket]

# insert the item to the end of the bucket list.

bucket\_list.append(item.lower())

# Searches for an item with matching key in the hash table.

# Returns the item if found, or None if not found.

def search(self, key):

# get the bucket list where this key would be.

bucket = (ord(key[:1].lower())-97) % len(self.table)

bucket\_list = self.table[bucket]

# search for the key in the bucket list

if key in bucket\_list:

# find the item's index and return the item that is in the bucket list.

item\_index = bucket\_list.index(key)

return bucket\_list[item\_index]

else:

# the key is not found.

return None

# Removes an item with matching key from the hash table.

def remove(self, key):

# get the bucket list where this item will be removed from.

bucket = hash(key) % len(self.table)

bucket\_list = self.table[bucket]

# remove the item from the bucket list if it is present.

if key in bucket\_list:

bucket\_list.remove(key)

def avg\_comparisons(self):

count = 0

for i in range(len(self.table)):

count += 1

print(count)

return str(count / len(self.table))

def load\_factor(self):

return self.size / len(self.tableq)

class Counter:

def \_\_init\_\_(self):

self.count = 0

#####################################################################################

def create\_hash(filename):

english\_words = HashTable()

with open (filename) as file:

for line in file:

ln = line.lower()

english\_words.insert(ln.replace("\n", ""))

return english\_words

def count\_anagrams(obj, word, prefix=""):

#Counts the anagrams found in the tree

if len(word) <= 1:

str = prefix + word

if english\_words.search(str):

obj.count = obj.count + 1

else:

for i in range(len(word)):

cur = word[i: i + 1]

before = word[0: i] # letters before cur

after = word[i + 1:] # letters after cur

if cur not in before: # Check if permutations of cur have not been generated.

count\_anagrams(obj, before + after, prefix + cur)

return obj.count

def max\_anagrams(obj, filename):

#Computes the word with the maximum number of anagrams

file = open(filename)

max\_count = 0

max\_word = ""

# num\_words = 4

for line in file:

obj = Counter()

obj.count = count\_anagrams(obj, line.replace("\n", "")) # -1 index means last one

# print(line[0:-1], obj.count)

# print(obj.count)

if obj.count > max\_count:

max\_count = obj.count

max\_word = line.replace("\n", "")

print("Word with more anagrams: " + max\_word)

print("Max number of anagrams: " + str(max\_count))

def print\_anagrams(word, prefix=""):

#Prints the anagrams of a specific word

if len(word) <= 1:

str = prefix + word

if english\_words.search(str):

print(prefix + word)

else:

for i in range(len(word)):

cur = word[i: i + 1]

before = word[0: i] # letters before cur

after = word[i + 1:] # letters after cur

if cur not in before: # Check if permutations of cur have not been generated.

print\_anagrams(before + after, prefix + cur)

def main():

global english\_words

english\_words = HashTable()

file = "words\_short.txt"

size = input("Enter the size of the table: ")

english\_words = HashTable(int(size))

english\_words = create\_hash(file)

anagram\_word = input("Which word do you want to permutate? ")

print("Anagrams of the word: " + anagram\_word)

print\_anagrams(anagram\_word)

print("Average number of comparisons: " + str(english\_words.avg\_comparisons))

print("Load factor: " + str(english\_words.load\_factor))

main()